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# Day 1 – 5th December 2016: Template and Strategy pattern

## Theory

The Strategy pattern is useful in scenarios where the actor or the doer doesn’t change; the verb/action doesn’t change but the how of the action changes. If one were to model a dancer as a class object, then dance would be one of the methods and dancing in jazz, hip-hop, ballet etc. would be different strategies by which the dancer could dance. In software terminology, this dance format can be changed at runtime i.e. once the dancer is on stage, it can dance in jazz style and if the audience wants hip-hop, it can start dancing in hip-hop style. The Template pattern is useful in scenarios where different actions share a common algorithm. The detail of the algorithm implementation is however shielded from the superclass.

## Practical explanation – Participant class

The Participant class has 4 play methods corresponding to 4 different strategies. This is a very obvious indication for using Strategy pattern. So a class called PlayHow is created. All the four strategy classes inherit from this. On observation it is also noted, that all the strategies follow a common procedure and only the implementation details of the steps in the procedure vary. This commonality is very clean and the differences clearly distinct. This is the appropriate place to use Template pattern as well. So the class PlayHow will now contain the template method for execution of any strategy method and the subclasses will define the concrete details required. Initially I defined the template method to follow this procedure: 1) Generate number 2) Increase number of attempts by participant 3) Check if run is over? (Either when number is correct or max number of attempts reached) 4) Print outcome of run when run is over. I know that the first two lines in every strategy method generate a seed number and increase attempt. I was trying to think of a way to avoid same method call twice. As I wasn’t able to I revised the procedure to now be :i) Generate seed number ii) Increase attempt iii) As long as run is not over do step 1 and 2 iv) Print outcome of run. I defined the functions increase\_attempt, run\_over? and find\_outcome in the PlayHow class. All there are intended to be final methods. I defined the generate\_seed\_number() and generate\_number() for RandomPlay and LinearPlay class. However, I realized for smart random play and binary search, an additional step of manipulating values of upper and lower is required, but this step was same for smart random and binary. So I created another class SmartPlay extending from PlayHow. I added an additional function before\_next\_iteration to the PlayHow class and implemented it in the SmartPlay class. The strategies SmartRandomPlay and BinarySearchPlay extended from SmartPlay. However, later on retrospect I realized as there is just one point of differentiation between PlayHow and SmartPlay, using inheritance is probably overkill and if the before\_next\_iteration changed for one it would affect both. So I scrapped it, made SmartRandomPlay and BinarySearchPlay extend PlayHow and added the identical method of ‘before\_next\_iteration’ to both these classes. I then added a play\_method attribute to the Participant class. In each of the functions play\_randomly, play\_linear etc I assigned play\_method to the instance of the respective class and passed it the parameters self, upper and lower. Since the play method needed to change the value of no\_of\_attempts attribute, I had to remove it from attr\_reader and add it to attr\_accessor. I also added another strategy for playing ReverseLinearSearch that starts from the upper bound and decrements one by one until it finds success. This class extends PlayHow too and has only two methods implemented generate\_seed\_number and generate\_number.The final template method and relationship between classes can be seen in the following figure.

### Template Method: play

1. Generate seed number *#Abstract*

2. Increment participant attempts *#Final*

3. While step 4 returns false do step 5, 6, and 7. When step 4 returns true move to step 8

4. Check if run is over *#Final*

5. Make any adjustments before next iteration *#Hook*

6. Generate number *#Abstract*

7. Increment attempts #*Final*

8. Find outcome *#Final*

![](data:image/png;base64,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)

## Practical Explanation: Evaluation class and main.rb

After completing this part, I started making changes to the main.rb file. There is a lot of code that has been repeated and even without using patterns; the code could have been made shorter and cleaner by using case statement. I thought of defining a method that takes strategy type as argument and calls the relevant function. This method could then be used in conjunction with the case statement. The code was still very tedious. As I thought of ways around it, I realized that there was potential for applying a combination of Strategy + Template pattern there as well. If you consider a main class representing our Game for e.g. GuessGame then there are different evaluation strategies. Also there is a clear procedure followed by each strategy. I want to point out that in this case since the actual implementation is very trivial this design pattern here might seem like overkill, however, it holds for the concept for evaluating the performance of different playing strategies. So I created a GuessGame class which has a method score\_performance and an attribute strategy\_method. The attribute strategy\_method is changed at runtime to instances of subclasses of Evaluation and the method score\_performance calls the evaluate method on it to see the performance of the different playing strategies. Also the older approach was creating multiple instances of Participant class to test performance of different strategies which isn’t right. This strategy creates only one instance of Participant class. The superclass Evaluation has an instance of participant class as an attribute which is created when any instance of Evaluation or its subclass is created.. All the variables like ‘NO\_OF\_RUNS’ and total\_no\_attempts etc are moved to the Evaluation class it’s natural home. So there is no need to pass any data or context from GuessGame class to instances of Evaluation or its subclasses. The commonality is captured in the template method ‘evaluate’

### Template method: Evaluate

1. Reset no of attempts for participant *#Final. As we are using same participant object for all strategies*

2. Set Max attempts for participant *#Abstract. I thought of making this a hook method, as max attempts for three of the strategies is NUM\_OF\_RUNS \* 2 and different for the other two. But I decided against it, because I couldn’t think of a logic for which this should be the default logic.*

3. Repeat step 4, 5, 6 for NUM\_OF\_RUNS times

4. Assign a secret number *#Final*

5. Reset no of attempts for participant *#Final*

6. Participant plays *#Abstract*

7. If outcome of 6 is success, do step 8, else do step 9

8. Increment attempts *#Final.* Move to step 10

9. Increment failures *#Final*.

10. Calculate average no of attempts *#Final*

11. Display *#Hook. I initially made this abstract as the output displays the name of the method. But then I thought of the display method to be analogous to the toString() method in JAVA. It allows you to override but there is a default implementation. So I made it a hook method.*
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In both cases, it makes sense to apply the Template pattern first and then the Strategy pattern as that removes a lot of duplicated code.

Only the developer of the template pattern knows the most crucial hook methods to other developers. These should be listed in the documentation for the API.

# Day 2 – 6th December 2016: Observer pattern

## Theory

Observer pattern is used where one class encapsulates a state. When the state changes you want to notify all the classes that are dependent on this state

## Practical Explanation

I decided to address the problem in the following particular order and managed to get it working.

1. Get it working for one participant and one observer(auditor) with push model
2. Get it working for one participant and one observer(auditor) with pull model
3. Get it working for multiple participants and one observer(auditor) with pull model
4. Get it working for multiple participants and multiple observers(police , auditor) with pull model
5. Add both built-in and custom observable module to the participant class
6. Attach one of the observer using the built-in module and one using the custom observable module and see how it affected the system
7. Get the custom observable module working with a proc
8. Create a simulation with a few participants and run the process 100 times.
9. Post the simulation, do some analyses on the data stored by the three observers (auditor , police and proc)

After adding name, gender, age and strategy to the Participant class, I got rid of the various play\_xxx methods. The single play method now based on the value of the strategy method, calls the appropriate play method. I thought to use symbols as values of available strategies and declared them as a constant array in Strategies module. I created the Auditor class with the pull model, added an update function that would take outcome of the run and no of attempts as inputs. If it was success and no of attempts were less than 3 it would print “CHEAT”. To test this, I added another playing strategy cheat that knows the answer and tells it in 1-3 steps. After this, to get the pull model, I passed the self-object to the update method. Then I thought that the update method should support both pull and push. This is because there will be a thousand observers but a single observable and it’s the observable’s discretion whether to use pull and push. So using a check I modified my update method to support both pull and push. To now test this with multiple participants I needed to create dummy data. I created 6 participants with the help of integer.times and arrays, each one of which plays using one of the 6 strategies. To add multiple auditors I initially implemented a RegularAuditor and a SeniorAuditor but I could find much value for them, so I implemented a RegularAuditor and PoliceOfficer class, two auditors with totally different functions. However, both of them needed to check if a particular run by a participant was to be considered cheating or not. This seemed like a right use of module to me so I created a module Supervisory with the method to check cheating and included it in both RegularAuditor and PoliceOfficer class. The RegularAuditor’s update method checks for cheating and then stores the strategy used for cheating. This seemed like a good metric to analyse on. The PoliceOfficer’s class checks for cheating and stores the participant object in a hashmap of offenders with their offence count. Again this record can be used for analyzing multiple runs and multiple participants’ performance. Right about now, it looked to me that an entire simulation process was coming together. So I created a Simulation class with the methods prepare\_data, simulate, analyse\_by\_strategy and analyse\_by\_age which would make all the participants play multiple times and generate statistics on the information collected by both the observers. At this point, I didn’t think it was a good idea to simply delete all of my old code and replace it with a new custom observable module. So I thought to explore what would happen if I were to use both the original and custom observable module. I did that and just changed the method names slightly in the custom observable module. I let the RegularAuditor attach with the built-in observable and attached PoliceOfficer with the custom observable and it worked. This means that if multiple observers for a given object can be grouped into different sets, then the given object can include observable modules for each of these sets, which will have different implementations of notify. I created a Proc object and passed it to my custom observable module’s attach\_method. That worked as long as I had a check for @observer.class == Proc in my notify method. However, I couldn’t pass a simple block to the same method, as it required a different argument type. However, it’s never a good idea for an interface to support only entities of one type. So I added separate methods for adding and removing block code. I was also curious to check the true closure property of Ruby as we were discussing in class today. So I created a block that would simply update the gender count for each run. Then in the final step of simulation, I used these gender counts to display stats of gender breakdown and it worked.

# Day 3 – 7th December 2016: Abstract Factory and Singleton Pattern

## Exercise 1: Explanation

This part of the practical is enclosed in folder named Part1&2. For this part of the exercise, I thought of the three products A, B, C as subclasses of a superclass Product. The superclass Product would have a function that would define its job and the subclasses would override it. So it didn’t make any sense for the different product classes to have different method names. So I made them all uniform. I created a class ProductFactory with methods to return instances of ProductA , ProductB and Product C respectively as asked. I also wanted to avoid multiple functions call, so I thought of adding a function to the ProductFactory class that would take in an array of class names (in this case ProductA, ProductB etc) and return an array of their instances. Also the code in the FactoryExercise.rb (renamed to main\_client.rb) looked a little shabby. To make it look more elegant, in the foo method I retrieve the array of product instances in one call by passing the class names as parameters, then iterate over the array and call their do\_my\_job function. This is the beauty of polymorphism!!!

## Exercise 2: Explanation

This part of the practical is enclosed in in folder named Part1&2 as well. As the lecturer had hinted about using module for applying Singleton in Ruby, a quick Google confirmed that. So I included the module Singleton in the ProductFactory class. The Ruby Docs suggested that I couldn’t call ProductFactory.new anymore and should use ProductFactory.instance instead. I tested for this by using a begin–rescue block and noticed it does indeed throw NoMethodError if I use ProductFactory.new. I tested for the singleton property by making two calls to ProductFactory.instance and storing them in two different variables and checking for equality.

## Exercise 3: Explanation

As required I created a CoolProductFactory class and changed my ProductFactory to UncoolProductFactory. Also I had to now modify my code to have ProductA, ProductB and ProductC as super classes themselves, from which the Cool and Uncool version of products would inherit. I debated a lot about introducing a superclass for the factories at this point as I wanted to add a method that would return an array of all the products for any factory, and the best place for this method would be in the superclass, but eventually I decided against it as the current requirements didn’t demand it and I have a tendency to plan for the future while coding and as the lecturer points out it’s not good. I completed all the requirements of this part and passed instance of UncoolFactory and CoolFactory to the Client class and everything worked as expected.

## Exercise 4: Explanation

A new family of products implied a new ProductFactory class and a new product subclass for each product. Now there were three ProductFactories and the idea of using inheritance at this point definitely had credibility. You can’t let three factories roam around in the system; they need to have a common identity which would be defined by the superclass. So I created a new class DeadlyProductFactory and ProductFactory from which all three ProductFactories inherited. I made ProductFactory singleton. And then surprisingly the code started throwing errors about using new with other ProductFactories. This is a classic example of how a small code somewhere can break the system. On later thoughts, I should have thought of this before knowing how Ruby works, as the superclass now included the module Singleton, all the subclasses now were Singleton, so using new operator was giving errors. I fixed that and voila! The code worked as expected.

## Exercise 5: Explanation

No explanation required. Didn’t do anything fancy here. There were changes to a lot of classes and I tried to think of ways around it. One possible way was for each class to read a list of products from somewhere and instantiate the product. But I realized that didn’t make sense for a new product type and the lecturer did mention that if you add a new product type to any system there would be lots of changes required. So I let it be and moved on.

## Exercise 6: Explanation

Now this was the cincher! I didn’t understand the complexity first. I just assumed that since my superclass Factory is Singleton, all sub factories are singleton, so done! Then it got cleared that the actual requirement was to have total one instance of any of the factories at a given point of time. This wasn’t achievable using the Singleton module, as it would hold one instance of each of the factories throughout the program. So I removed the Singleton module and tried to do this manually. I tried to think in multiple directions to achieve this, maybe a central class that would observe all factories and control them? I tried to sketch it out and it just made the program complex. I also thought of the lecturer’s solution, but I was tempted to try out a different way. Being a JAVA coder, it was hard to deal with absence of constructors in Ruby. Many of my solutions involved constructors. So I finally thought that every class inherits the new method from its ultimate superclass and overrode it in the superclass ProductFactory. The ProductFactory has a class variable @@current\_factory which holds an instance to the ProductFactory. In the overridden new method, I make a super call and hold the result in a variable. I then check the type of the result, if it’s ProductFactory then I instead return @@current\_factory else I return the result. The class also has three functions to return the other factories. Whenever these functions are call @current\_factory is set to instance of that class. This ensures that any point of time, there is just one instance amongst all the Factory classes. The solution might seem hacky, it did to me too, but then it’s a one-line change and I am not breaking any formal contract of the language. Ruby docs say ‘new’ returns an object , which it still does, the code is not doing anything unexpected. All the functions are named in a way that tells the client which factory is being returned.

## Exercise 7: Explanation

This part of the practical is enclosed in the folder named OneFactory. This one was pretty simple so I am not sure if I did what was expected. I created a singleton factory class with a method create\_product that takes class\_name as parameter and returns an instance of that class\_name. In my main, I initialize different clients with an array of combination of different product class names. In the client’s initialization, I use a map block to obtain an array of instances of each of these class names. The output of the file clearly shows results for cool, uncool, deadly and hybrid clients. According to me, this is probably one of the worse ways. First of all, the names of the class need to be known beforehand. Secondly if there’s a spelling mistake but a class exists with that name, it would instantiate that and the system would either break or behave unpredictably.

## Exercise 8: Explanation

This one is tricky as well. If there is no reference to an object anymore, Ruby GC takes care of it and developers don’t need to worry, so I am confused about the purging part. I anyway put a section in my main file that creates a client with the UncoolFactory and change its factory later to DeadlyFactory and it works fine. Only addition I did is to create a setter for the @factory attribute of client. Once it’s set to a new value, the products list is created. I guess this is what the requirement meant by purging and replacing existing objects.

# Day 4 - 8th December 2016: State and Decorator pattern

## Exercise 4: State Pattern

### Part 1: Explanation

So as the requirement, I created a class PersonType and let Child, Adult and Pensioneer extend from it. When the Person class is instantiated its state variable is set to an instance of Child. The method increment\_age allows age increment by only one, and if age reaches one of the maturity ages = 18 or 65, the state variable is reassigned to an Adult or Pensioneer instance respectively. Also, instead of defining the methods vote, buy\_buspass and conscript in the Person class and repeating the method call on the state variable, I thought this scenario to be a better application for using Ruby’s Forwardable module with the def\_delegators method. So I defined these functions in PersonType and its subclasses, and added them to the def\_delegators. Also, the three types of Person sometimes have totally different responses to the three methods, or like in the case of vote and conscript, at least two of them have the same response. So to avoid code duplication, for every method, whichever version had more majorities, I put that version in the super class and let the subclass override it, if it had a different response. For e.g. the vote method that outputs “vote accepted” went into the superclass and the child subclass had to override it. For the test cases, as I didn’t have any idea about how to write test cases and it would have been too time consuming to sit through a tutorial. So I basically tried to emulate the participant\_spec.rb file from the Day1 practical and I am not sure if it’s the best way, but all the test cases worked, so far so good. I have added cases to check the instance of the state variable of the person object as his age increases. For each person type, I have added test cases, to see if the three methods give the appropriate response.

### Part 2: Explanation

Adding a Teenager class shouldn’t have required major changes. Creating a new subclass of PersonType and adding a line in the increment\_age method should have been enough. However, with the features of Teenager class I realized that the majority for different versions of the three methods: vote, conscript and bus pass was now lost. There was pretty much a tie for everything. So then I thought, that by default a general person should be able to do anything, if a particular person type is not able to, it should override the method. So that’s how all the positive versions of the three methods, went in the superclass, and the subclasses overrode them as and when required. I also added similar test cases as before for the Teenager class to my spec file.

### Part 3: Explanation

It’s time to add a new method. So as I had decided in part 2, this method went in the PersonType superclass and Adult and Teenager classes had to override it for their inability to buy a medical card. I also added this new method to the def\_delegators section of Person class. Using def\_delegators is really handy as it avoids adding new methods/ changing existing methods in several places. Just change one place and voila! You are done.

### Part 4: Explanation

This part of the practical is represented by the files in folder named Part4&5. First of all, I am in disagreement that the natural home for state-transition code lies in the State class. The state is an attribute of the Person class, so following encapsulation; all changes should be done from within Person class. If you take the TCPConnection example in class, today, the state of the connection is a property of the Connection object, so the natural place for the Connection to change its state is in the Connection class. The only situation I see this to be a good idea when the states are in sequential order. In that case, each state would know which is the next natural state and will change that. However, what I have tried here is for the superclass PersonType to hold an array of the states in a sequential order. The event for state change is still determined by the Person class, but when a state change is required it calls the change\_state function of the PersonType hierarchy and passes its context object to it for the PersonType hierarchy to be able to change the state of the Person class. In the change\_state function, I would determine the current class from the context object, get its index from the states array, determine the next state in the array and changes the state object to that instance. All the test cases still pass.

### Part 5: Explanation

This part of the practical is represented by the files in folder named Part4&5. Singleton could have been used to allow for only one instance, but that wouldn’t give lazy instantiation. So I tried another way. In my PersonType superclass, where the state change is happening, I changed the states array to a hash map with initial values as 0 for each class. Then when a state is being instantiated for the first time, it creates an instance and stores it in the hash map. Next time, when a request for the same state is made, it retrieves the previously created instance from the hash. I have also added test cases to ensure that the states are created only when they are required and state objects from different person objects have same object ids.

## Exercise 5: Decoration Pattern

### Part 1: Explanation

This one was a bit tricky. First of all, in the JAVA based approach, a Decorator class and the normal class extend the same interface. This is because JAVA is a typesafe language. However, in Ruby you can pass anything to anything (Note: I don’t think that’s a good idea). So using inheritance wasn’t necessary and the more I thought about it a condiment couldn’t be a coffee. So I decided to not use Inheritance to define the relationship between Coffee and Condiment class. Decaf and Espresso extended Coffee. Functions for description and cost were defined in the Coffee class. The Condiment class is extended by Milk and Sugar with the relevant attributes and functions. The constructor of the Condiment class takes in an instance of the Coffee class @coffee. This instance is going to let the Condiment class and its subclasses pass request to the Coffee class as well. Again looking at the participant\_spec.rb file from Day1 practical I populated a coffee\_spec.rb file with test cases and they ran fine. I was a little confused about how the flow of code is. So I did a triple chaining while creating the instance (Decaf with both Milk and Sugar) and realized it’s from outside-inside and propagates again from inside-outside.

### Part2: Explanation

By my experiment from part1, I was pretty confident about how delegation actually works. However, it was tricky to think of an example in regards to coffee particularly. Finally I came up with packing\_cost, as that would be accumulated from each component in the coffee. Initially it would be assigned 0(i.e. on the way in). Then it would delegate and get the packing cost of the coffee. Then it would add to it, the packing\_cost of the condiment (on the way out) to return the final results. I have tried to show this with relevant print statements in my code.

### Part3: Explanation

Don’t know if this was about design patterns. I just added more tests to my coffee\_spec.rb file

### Part4: Explanation

Now this was something very interesting. Ruby does offer a versatile range of modules. Using the Forwardable module makes life a lot easier for so many developers. It lets you cut away all those one liner methods, just calling another method. However, I couldn’t find a great example to showcase here. But the final instance of whatever we create will be of Condiment class, but we might want to perform operations on the Coffee class only. I guess this is a consequence of using patterns. Data abstraction and encapsulation gets violated. Moving on, I added two methods to warm up coffee and get a cup to the Coffee class and added delegators for it in the Condiment class. I found a much bigger use case for def\_delegators in the State pattern exercise. I have used it there more elaborately.

# Day 5 – 9th December 2016: Final Exercise ( 5 Patterns)

## Pattern 1: Composite pattern

This one required more of rough designing on paper before beginning and yet the design changed as I coded and encountered coupling between classes. According to the initial design, I created an interface Furniture with methods name and cost. I also added two default functions addFurniture and RemoveFurniture here (JAVA8 lets us add default functions to interface now). I created three classes Block, Door, Window that implement the interface Furniture and overrode the getName and getCost functions. Then I created the composite class AssembledFurniture with a static method that would take multiple furniture objects and return an instance of AssembledFurniture. As I was doing it, it occurred to me that composite says we should be able to treat a single object or a composite in the same way, and AssembledFurniture couldn’t be instantiated the same way as the other leaf nodes. However, clearing this doubt with the TA made me realize that to the client the usage is still the same. The composite pattern here has hidden the details of the separate implementation and that’s the crux of the matter. Having understood that, I added the name and cost methods that would iterate over its component furniture objects and return a concatenated string of all their names and a total cost. Post this I started coding for the Invoice class. The Invoice class according to the requirements should hold a list of Furniture objects. But I realized that doing this would create a tight coupling between the Invoice class and the Furniture interface. This invoice class would then be able to work only with Furniture objects. However, the Invoice class doesn’t have this dependency because of context. In the real world, an invoice can be generated for any item, as long as it has a name and a price. So I created an interface Buyable and moved up the methods name and cost to this interface and so now my Invoice class held a list of Buyable objects. I made the Furniture interface extend the Buyable interface as a furniture object could be purchased. This is a classic example of how the context forces the design to change. However, now that name and cost methods went in the Buyable interface, my Furniture interface was empty. A Furniture object can have many attributes. However to keep things simple at the start, I added only width and height and propagated the change in its implementing classes. When I wanted to test this, I realized I should have written the test cases first which is a better practice. Anyway, I wrote 5 test cases, 3 to test the instantiation of the leaf nodes, 1 to test the instantiation of the composite class and 1 to test the creation of invoice.

## Pattern 2: Builder pattern

I didn’t have to think about which pattern to use next. While coding for the Invoice class itself in part1, it had occurred to me that it’s a perfect use case for Builder pattern. The Invoice is a generic class that can generate invoice for any list of buyable objects. A typical invoice also has other attributes such as shop name, client name, discount, payment mode and total cost. However, making all this mandatory would make this class too complex for a client. Using multiple parameterized constructors or setters would make the code unreadable. So using a builder pattern here would take care of both the problems by giving a fluent interface as well as flexibility. Before I begun however, remembering my lesson from the last part, I created the test cases first. Point to note though I had to go back and change them as I proceeded because of changing code. Ideally this shouldn’t happen as everything should be thought of in the design phase, but that’s idealistic not realistic. Anyway then, I used a static inner class InvoiceBuilder to achieve this. Every method in this inner class would set some attribute and return an object of InvoiceBuilder back. Using which the client could set some other attribute. Finally when the client is done, the generateInvoice method can be invoked on the InvoiceBuilder which will return a new instance of the Invoice class. Also it’s necessary to ensure that only InvoiceBuilder is used to create an invoice, otherwise the program might behave in unexpected ways. Also giving many options to instantiate will confuse the client more than it will help. So I made the constructor of Invoice class private. However, a client might want to get or set the values after he’s constructed the invoice as well. So I created setters and getters for these variables. At this point I realized, that if the client invokes a get on some attribute, he’s not set, it will return null. I wasn’t sure of the best way to handle this. I could let it return null and let the client worry about it, I could check if its null and throw a RuntimeException or I could check if its null and consume the error silently. After having a discussion with the lecturer on this, I decided to go with empty strings for all the uninitialized values. This makes more sense if you consider a Person class that can have multiple attributes like Home Tel, Work Tel, and Mobile. But a person might not have all three of this. And if the class started giving null values when asked, it would lead to trouble. So an empty string is the best idea. I changed the toString method to represent this new information and finally ran all the test cases.

## Pattern 3: Bridge pattern

I suppose the program to be a reconstruction of a Furniture Shop because of classes like Furniture, Window, and Door etc. It acts as a client of the Invoice API. So now the Furniture Shop has classes for different furniture like Window, Door etc. As the shop grew, the owners observed that some of the elite customers also wanted different architecture styles like Victorian, Modern etc. Then the owners and the developers of the Furniture Shop got into a discussion. The owners wanted the developers to have one class for each combination for e.g. a Victorian Architecture Door , a Modern architecture door , a Simple Architecture Block , a French Architecture Window and so on. The developers however realized by now, what a huge mess of unmaintainable codebase it would lead to. So the developers committed to the owners for fulfilling the requirement all the while internally thinking of a better way to get themselves out of this mess. Fortunately for them, one of the developers on the team had just attended a Design Patterns class and was excited to put to use the patterns taught in the class. Now , one of the main design principle is to always code to an abstraction/interface and not to a concrete implementation, however , in this case the abstraction itself was always varying. Only one pattern out there allows putting abstraction and implementation in two separate class hierarchies and thereby varying both of them. So instead of having one class for each combination of concrete furniture and an architecture style, the Furniture abstraction is composed with the Architecture abstraction. In the codebase, the interface Style.java represents the architecture abstraction with the function applyStyle that every concrete architecture style class would have to implement. The abstraction Furniture now contained an object of this interface and a function that would call the applyStyle function on the Style object. Initially the Furniture.java file was an interface, I however had to change it to an abstract class to allow for this, and all the child classes had to make a call to the super constructor first to instantiate the Style object. This worked fine for all leaf nodes , but I was stumped at what to do for the AssembledFurniture class – the composite which could be instantiated only by passing in one or more Furniture leaf nodes each of which will already have an style object associated with it and didn’t make sense for the composite to have a style object. To get around this I inserted a call to the super constructors in the private constructor of the AssembledFurniture class with a Default Style object. This line of code isn’t meant to do anything. It’s not a clean solution, but I suppose when you are trying to fit multiple design patterns together, such situations would often arise. Also, there was the context that not every customer would want to choose a style for the furniture, making another use case for the Default Style class which would use SimpleStyle as the default style unless changed otherwise.

## Pattern 4: Façade pattern

The owners and the developers were happy with the solution with the Bridge pattern as now they could add more and more furniture objects without having to create multiple combinations for each architecture style and add they did. As the shop became more popular, they added more furniture objects liked Bed, Closet, Sofa, Lamp, and Table. The Furniture Shop was becoming a one-stop destination for all furniture objects a new unfurnished house would need. The owners saw a big business opportunity here and a brilliant idea of starting a small Interior Decoration unit right in their shop wherein the client need not bother with nitty-gritty details of furniture selection. All the client had to do was provide dimensions of the room they were furnishing and the type of Architecture Style they wanted and leave the rest to the Interior Decorator. When this requirement reached the developers team, initial knee-jerk solution was to have different classes for each combination of furniture objects that could exist. However, as the number of furniture objects had become very large and would continue to grow in the future, it led to a very complex system. However, the clients needed to be shielded from this. They ought to be provided with a simple interface to a complex sub-system i.e. the Façade Pattern. The InteriorDecorator.java class acts as the Façade in this codebase. It exposes methods like buildLivingRoom and buildBedRoom, both of which take in dimensions of the room and optionally the architecture style. It then instantiates furniture objects that would go in the particular room keeping in mind the dimensions proportions. In future, when new furniture objects are added to the shop , more functions can be added to the Façade class to buildKitchen , buildOffice etc.

## Pattern 5: Chain of Responsibility pattern

Good news! The Interior Decorator unit is a huge hit with the customers and more and more orders are pouring in. However, as the business is expanding, some customers are having certain grievances with the furniture delivered to them. The owners are very distressed about this as bad mouth-of-word could harm their image. So they want to ensure every customer grievance is addressed with proper care and the customer is happy at the end of the day. So once again they turn to the team of developers to set this up. The developers were more than happy to set up a queue of customer service executives to handle this. However, the owners weren’t very pleased with the idea. They understood human dynamics and knew that the more severe a customer’s issue was, it should be handled by a person of higher authority to ensure all is well at the end of the day. The developers were excited about taking this approach because it meant they could use another pattern – The Chain of Responsibility pattern. In this pattern a request passes through a chain of objects until it is handled by one of them. Each object in the chain implements a common interface with each concrete implementation specifying how to handle the request. If a concrete implementation can’t handle the request, it passes it to its next object. In this codebase a chain of customer service executives were created CallExecutive -> Manager -> Supervisor -> Owner. All of these extend the abstract class CustomerService. I had to choose between making the CustomerService file an abstract class or interface. I went with abstract class so that the code snippet for setting the next object in the chain did not have to be repeated in every concrete implementation. The InteriorDecorator is the client of the CustomerService API and is composed with a CustomerService object. At the start, it is set to the CallExecutive and whenever an issue is raised with the InteriorDecorator shop, it delegates it to the CustomerService object. This issue passes along the chain according to the severity of the issue. Low: CallExecutive , Moderate : Manager , High : Supervisor and Severe to the owner finally.